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FORTRAN PROGRAM FOR GENERATING A TWO-DIMENSIONAL ORTHOGONAL MESH BETWEEN TWO ARBITRARY BOUNDARIES

by William D. McNally
Lewis Research Center

SUMMARY

A FORTRAN IV program is presented which computes and plots the coordinates for a two-dimensional orthogonal mesh in the region between the walls of a flow channel. The program is designed for a channel containing a body about which flow passes and which spans the channel from one wall to the other. However, the condition that the channel contain an immersed body can be easily removed from the program.

Input to the program is brief. It consists of arrays of point coordinates describing the two channel walls and the front and rear edges of the submerged body. Information is also given for the number of orthogonal mesh lines desired in the throughflow and normal directions. Output consists of the coordinates of the generated orthogonal mesh points as well as the angles of the mesh at these points with the horizontal plane. One of the routines in the program also generates a microfilm plot of the channel and the submerged body, as well as a plot of the orthogonal mesh. All routines in the program except the plot routine are in general FORTRAN IV code and could be easily transferred to other computing equipment. The plot routine makes use of Lewis in-house subroutines and equipment and would require recoding at another facility.

The geometry of each of the channel walls input to the program must be smooth enough that it can be easily fit with a cubic spline curve; that is, it should not contain any sharp discontinuities in slope. The space between these walls is divided into equal increments across the channel, and spline curves through these points constitute the "horizontal", or throughflow, orthogonal lines. The "vertical", or normal, orthogonals are obtained by means of a simple "predictor-corrector" type process in which normals to adjacent orthogonal lines are used. The program is restricted to channels which are essentially horizontal; that is, at no point should either of the channel walls be inclined more than 45° to the horizontal.

This report includes a listing of the program, with an explanation of the input required and the output generated. Numerical examples are also included. Running times are under 0.1 minute on IBM 7094 or 360-67 equipment.
INTRODUCTION

Finite difference solutions to partial differential fluid flow equations require that a finite difference mesh be placed upon the solution region. And in most cases, the terms in the finite difference equations will be simplified if this mesh is orthogonal. This report describes a FORTRAN IV program which computes and plots coordinates for a two-dimensional orthogonal mesh in the region between the walls of a flow channel.

The primary application for this program at NASA Lewis Research Center is for analytical solutions for flow in turbomachinery passages containing rotor or stator blade rows. For this reason, the program is designed for a channel containing a solid body about which the flow passes and which spans the channel from one wall to the other. The input to the program is designed so that the mesh spacing can be varied in the regions upstream of the immersed blade row, in the general space occupied by the blade row, and downstream of it. In this way a region of particular interest can be covered with a finer mesh than is used in the other two regions.

This "immersed body" feature of the program can be easily removed, however, since the only way the body geometry affects the generated mesh is by designating the points of separation of the three mesh-size regions. The resulting program would have wide application in many fields where finite difference solutions are desired between the walls of an arbitrarily shaped channel.

Input to the program consists primarily of spline points describing the channel walls and the edges of the submerged body. These arrays of points must be smooth enough that they are capable of being accurately fitted with cubic spline curves. Therefore, they cannot contain any sharp discontinuities in slope.

The program divides the space between the walls into equal increments across the channel. Spline curves are then fit through the resulting points to obtain the throughflow, or streamwise or "horizontal", orthogonals. The normal, or "vertical", orthogonals are obtained by means of a simple "predictor-corrector" technique in which normals to adjacent orthogonal lines are used. This technique is analogous to the second-order Runge-Kutta method for solving ordinary differential equations known as the improved Euler method or Heun's method (ref. 1).

The program is restricted to channels which are essentially horizontal; that is, the channel walls should not be inclined by more than about 45° with the horizontal plane. For axial turbomachinery this is not a serious restriction. This limitation could be removed in a more general recoding of the program. The program could also be extended to two-dimensional geometries with walls having noncontinuous slopes, as well as to some three-dimensional geometries.

Output consists of printed coordinates of the generated orthogonal mesh points, as well as the angles of the mesh lines at these points with the horizontal plane. One of the
program's subroutines generates a microfilm plot of the channel input geometry and of
the calculated orthogonal mesh. All routines in the program except the plot routine are
in general FORTRAN IV code and could be easily transferred to other computing equip-
ment. The plot routine makes use of Lewis in-house subroutines and equipment and
would require recoding at another facility. Run times for average mesh sizes are under
0.1 minute on IBM 7094 or 360-67 equipment.

This report includes a description of the method used to generate the orthogonal
mesh, as well as a description of each of the subroutines in the program. A complete
listing is also included. The input and output are thoroughly described, and numerical
examples are given. The Lewis plot routines are described in the appendix.

DESCRIPTION OF METHOD

The program makes use of four principal subroutines - INPUT, MESH, OUTPUT,
and OUPLOT. The bulk of the work is done in MESH, which uses four auxiliary
routines - ROOT, CROSS, SPLINE, AND SPLINT. About 400 lines of code are used in
these eight routines. The calling arrangement is illustrated in figure 1.

The INPUT routine reads in data, the OUTPUT routine prints results, and OUPLOT
makes a microfilm plot of the generated mesh. So the bulk of the mesh generation
algorithm is contained in MESH, which is described in the following paragraphs.

The mesh generation algorithm begins with input data similar to those shown in
figure 2. Two sets of coordinates (ZBOT, RBOT and ZTOP, RTOP) describe the upper
and lower channel walls, and two others (ZLE, RLE and ZTE, RTE) describe the front
and rear of the confined body. The coordinates defining the body are not used as part
of the mesh generation algorithm. It is the shape of the channel walls which fully determines the orthogonal mesh. The intersections of the edges of the body with the bottom channel wall (ZLE(1) and ZTE(1)) are the points which separate the three regions of varying mesh size. These regions correspond generally to the areas upstream of the body, on the body, and downstream of it. The Z-coordinates, ZBEGIN and ZEND, define the extremes of the orthogonal mesh where its left and right boundaries intersect the bottom channel wall. These two parameters, along with the number of mesh spaces requested in each region, determine the mesh spacing upstream and downstream of the central body. The two points where the left and right mesh boundaries intersect the upper channel wall must remain arbitrary, since they will be defined by the mesh generation algorithm.

The MESH subroutine begins by extending lines vertically from each of the input points on the lower boundary to the upper channel wall (see fig. 3). Each of these lines is then divided into equal increments, the number depending upon the number of mesh lines desired in the horizontal, or streamwise, direction. The resulting array of points along the radial lines is called RRAD. Spline curves are fit through the points in the RRAD array to give the horizontal orthogonals. These are shown in figure 4.

The procedure for calculating the vertical orthogonal links between adjacent horizontal orthogonals is illustrated in figure 5. This procedure is analogous to the technique for solving ordinary differential equations known as the improved Euler method or Heun's method (ref. 1). In this technique, the solution at the next unknown point is
Figure 3. - RRAD coordinates on vertical lines constructed from input points on lower boundary.

Figure 4. - "Horizontal" orthogonals spline fitted through RRAD points.
first predicted from the solution at a known point by using the Euler method. A second solution is then calculated by using a new slope obtained from the predicted point. The final solution is a corrected combination of these two solutions.

In this program, a similar process is used to construct the vertical links between adjacent horizontal orthogonals. These links are constructed one at a time, moving from left to right between each pair of adjacent horizontal orthogonals (see fig. 6). When all links are calculated for one pair of orthogonals, the algorithm moves vertically to the next pair and again constructs links, moving from left to right.

Each link begins at a known (previously calculated) mesh point on the lower horizontal orthogonal with coordinates REFZ, REFR. A normal to this point is constructed (line ① in fig. 5), and the intersection (ZNL, RNL) is calculated on the upper orthogonal curve. The subroutines ROOT and CROSS are used to locate this intersection. (This process will be explained in more detail in the following paragraph.) The slope of the upper orthogonal at the point of intersection (ZNL, RNL) is computed; this is SLU. Line ② in figure 5 is then constructed in such a way that it is perpendicular to the SLU line and also passes through the reference point (REFZ, REFR). The coordinates of the intersection of line ② with the SLU line are calculated; these are ZNU and RNU. This point is a small distance away from the upper orthogonal curve due to
the change in slope of that curve in moving from point ZNL, RNL to point ZNU, RNU. The final location of the new orthogonal mesh point on the upper curve has a Z-coordinate (ZOM) which is the average of ZNL and ZNU. The corresponding R-coordinate (ROM) is calculated by spline interpolation, using the value of ZOM and coordinates in the RRAD array. The process of constructing vertical links is continued until the upper channel wall is reached by all vertical orthogonals. This completes the generation of the mesh.

Let us return to the procedure by which the intersection of line \( \ell \) in figure 5 with an upper horizontal orthogonal curve is calculated. The MESH subroutine establishes Z-coordinate (BNDL and BNDR) on the upper orthogonal curve between which the intersection is certain to occur (see fig. 7). These bounds are calculated by using the slope of line \( \ell \) and an approximate distance between the two horizontal orthogonals. One of these bounds is always equal to REFZ (see fig. 7). The other is established by estimating how far the intersection with the upper orthogonal is away (in the Z-direction) from REFZ and then doubling that distance for a factor of safety. Once the two bounds are set, ROOT is called to find the intersection.

The ROOT subroutine calculates the intersection of a straight line with a curve (the upper horizontal orthogonal in this application). It does this by systematically choosing Z-coordinates, calculating the distance in the R-direction between the straight line (line \( \ell \) in fig. 7) and the orthogonal curve at each of these coordinates, and converging to the intersection. ROOT begins with a Z-coordinate halfway between the bounds BNDL and BNDR and computes the distance between the corresponding R-coordinates of
Figure 7. - Intersection of line ① with upper orthogonal by ROOT subroutine.

line ① and the upper curve at the given value of Z. This distance is called RMR (see fig. 7). Based on the sign of RMR, ROOT decides on which side of the chosen Z-coordinate the intersection lies, and moves the left or right bound inward accordingly. The resulting interval is again cut in half and a new RMR computed. This process of dividing the remaining interval is repeated 20 times by the ROOT subroutine. Each time the remaining interval is cut in half, so that after 20 iterations the intersection is accurately located.

CROSS is the routine called 20 times during each call on ROOT. CROSS calculates RMR for a given value of Z (see fig. 8). On the straight line (line ① in fig. 8) normal to the lower orthogonal, the R-coordinate (RLINE) is computed for the given value of Z. For the same Z, the R-coordinate (RCURV) and slope (SL) are computed on the upper orthogonal curve. Note that RLINE can be of greater magnitude than RCURV, as it is for the dashed-line value of Z in figure 8. RMR is computed as the difference between RCURV and RLINE.

An example of a completed orthogonal mesh is shown in figure 9. The body geometry has once again been superimposed on the mesh region in this figure. Notice that it did not affect the generation of the orthogonal mesh, except that the mesh spacing has been varied in the regions forward of the body, on the body, and to the rear of the body. This spacing is controlled by the input.
Figure 8. Procedure to compute RMR by CROSS subroutine.

Figure 9. Completed orthogonal mesh.
USE OF PROGRAM

The orthogonal mesh program is very easy to use. Input consists of a small number of coordinate arrays describing boundary geometry. These arrays are very easy to assemble. Following sections describe the input and output thoroughly. Numerical examples are given to illustrate what the program does and to give an overview of the input.

Numerical Examples

Six examples are given which illustrate the range of geometries for which meshes can be generated. The first of these examples is the converging channel which has been illustrated in previous figures in the section DESCRIPTION OF METHOD. This channel was shown in figure 9 with a coarse mesh. It is illustrated in figure 10 with a more commonly desired fine mesh suitable for finite difference calculations. The complete input for this example is listed in table I, and the output is shown and discussed in the section Output.

Figure 10. - Converging channel with fine mesh.
### TABLE I. - INPUT FOR CONVERGING-CHANNEL EXAMPLE

**ORTHOGONAL MESH TEST CASE - FINE MESH**

<table>
<thead>
<tr>
<th>MESH INPUT DATA AND INPUT ARRAY BOUNDS</th>
<th>ML</th>
<th>MT</th>
<th>MZ</th>
<th>MA</th>
<th>NBOT</th>
<th>NTOP</th>
<th>NLE</th>
<th>NTE</th>
</tr>
</thead>
<tbody>
<tr>
<td>ZBEGIN</td>
<td>-0.250000</td>
<td>0.750000</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ZEND</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**BOUNDARY INPUT DATA**

**ZBOT ARRAY**

-0.500000   -0.300000   -0.100000   0   0.100000   0.200000   0.300000   0.400000
0.500000   0.700000   0.900000

**RBOT ARRAY**

0.870000   0.920000   0.968000   1.000000   1.040000   1.100000   1.152000   1.200000
1.240000   1.330000   1.383000

**ZTOP ARRAY**

-0.500000   -0.100000   0.100000   0.250000   0.400000   0.600000   0.900000

**RTOP ARRAY**

1.961000   1.918000   1.882000   1.860000   1.843000   1.825000   1.808000

**BODY INPUT DATA**

**ZLE ARRAY**

0   0.231000E-01   0.390000E-01   0.470000E-01   0.500000E-01   0.500000E-01

**WLE ARRAY**

1.000000   1.180000   1.360000   1.540000   1.720000   1.892000

**UTE ARRAY**

0.400000   0.346000   0.317000   0.300000

**RTE ARRAY**

1.200000   1.410000   1.620000   1.853000
Figure 11. - Input and output plots of typical geometries and meshes.
Figure 11. - Concluded.
The microfilm plots of input points and generated meshes for five other channel shapes appear in figure 11.

Input

Figure 12 shows the placement of input variables on data cards. The first input card is for a title, which identifies the data set and is printed on the output. The user may type whatever information he wishes in any of the columns of this card. The remaining cards are for input data.

Many sets of data may be executed by the program in one run by simply placing them in sequence behind the program.

The input variables are defined in the next section. That section is followed by some special instructions for preparing the input data.
Dictionary of input variables. - The following variables are given as input to the program and are illustrated in figure 13.

ML
number of mesh lines between left boundary of orthogonal mesh (ZBEGIN) and front, or leading, edge of body (ZLE(1))

MR
number of mesh lines between bottom and top boundaries of orthogonal mesh

MT
number of mesh lines between left boundary of orthogonal mesh (ZBEGIN) and rear, or trailing, edge of body (ZTE(1))

MZ
number of mesh lines between left and right boundaries of orthogonal mesh (ZBEGIN to ZEND)

NBOT
number of points in ZBOT and RBOT arrays defining bottom boundary of region

NLE
number of points in ZLE and RLE arrays defining front, or leading, edge of body

NTE
number of points in ZTE and RTE arrays defining rear, or trailing, edge of body

NTOP
number of points in ZTOP and RTOP arrays defining top boundary of region
RBOT  
array of R-coordinates of input points defining bottom boundary of region

RLE  
array of R-coordinates of input points defining front, or leading, edge of body

RTE  
array of R-coordinates of input points defining rear, or trailing, edge of body

RTOP  
array of R-coordinates of input points defining top boundary of region

ZBEGIN  
Z-coordinate of intersection of first vertical mesh line with bottom boundary of region

ZBOT  
array of Z-coordinates of input points defining bottom boundary of region

ZEND  
Z-coordinate of intersection of final vertical mesh line with bottom boundary of region

ZLE  
array of Z-coordinates of input points defining front, or leading, edge of body

ZTE  
array of Z-coordinates of input points defining rear, or trailing, edge of body

ZTOP  
array of Z-coordinates of input points defining top boundary of region

Special instructions for preparing input. - The following instructions and restrictions should be observed when preparing input:

(1) The number of mesh lines in either direction must not exceed 50:

$$M_Z \leq 50$$

$$M_R \leq 50$$

(2) The number of input coordinates on any surface must not exceed 50:

$$N_{BOT} \leq 50$$

$$N_{TOP} \leq 50$$

$$N_{LE} \leq 50$$

$$N_{TE} \leq 50$$
(3) The origin of coordinates \((Z = 0, R = 0)\) can be placed in any location convenient to the user.

(4) The arrays of coordinates describing body geometry should begin and end with points on the channel walls. If this condition is not met, the program will execute; but mesh spacing will be altered depending upon where these arrays of coordinates begin and end.

(5) The horizontal orthogonals are generated by means of spline curves through points in the RRAD array. The RRAD array, in turn, is a function of the number of points given in the ZBOT array of input. If either channel wall has curvature to it, enough points should be given in ZBOT (5 to 10 at least) to ensure an RRAD array with enough points to guarantee accurate horizontal orthogonals.

(6) No points on the generated orthogonal mesh should be outside the extremes of the input ZBOT and ZTOP arrays. ZBOT and ZTOP should contain values sufficiently outside the limits of ZBEGIN and ZEND to prevent this condition from occurring (see fig. 14). If the orthogonal mesh does pass beyond the bounds of ZBOT or ZTOP, the SPLINE routines will be used for extrapolation; and the ROOT routine may fail to converge, stopping the program.

(7) The array ZTOP should contain Z-coordinates which at least cover the same range as those in the ZBOT array. Otherwise, the vertical lines extended upward from the bottom channel wall (see fig. 3) will have to intersect an extrapolated portion of the upper channel wall. The program will execute under these conditions, but the portion of

![Figure 14 - Example of orthogonal mesh beyond limits of input](image-url)
the upper wall generated by spline extrapolation may not conform to what the user would input in its place.

Output

Output from the program consists of two parts: a computer listing with printed tables of orthogonal mesh coordinates and angles, and microfilm plots of both input geometry and generated orthogonal mesh.

A partial listing of the output from the converging channel of the first example is given in Table II. The microfilm plots from this example are given in figure 10.

**Table II. Partial Output for Converging Channel Example**

<table>
<thead>
<tr>
<th>Output</th>
<th>Orthogonal Mesh</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>18</td>
</tr>
<tr>
<td>2</td>
<td>18.3334</td>
</tr>
<tr>
<td>3</td>
<td>18.3334</td>
</tr>
<tr>
<td>4</td>
<td>18.3334</td>
</tr>
<tr>
<td>5</td>
<td>18.3334</td>
</tr>
<tr>
<td>6</td>
<td>18.3334</td>
</tr>
<tr>
<td>7</td>
<td>18.3334</td>
</tr>
<tr>
<td>8</td>
<td>18.3334</td>
</tr>
<tr>
<td>9</td>
<td>18.3334</td>
</tr>
</tbody>
</table>

**Notes:**
- The table lists the coordinates and angles for the orthogonal mesh.
- The output from the program includes tables of orthogonal mesh coordinates and angles, and microfilm plots of both input geometry and generated orthogonal mesh.
- A partial listing of the output from the converging channel of the first example is given in Table II.
- The microfilm plots from this example are given in figure 10.
### TABLE II. - CONCLUDED, PARTIAL OUTPUT FOR CONVERGING-CHANNEL EXAMPLE

<table>
<thead>
<tr>
<th><strong>R COORDINATES OF THE ORTHOGONAL MESH</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
</tr>
<tr>
<td>---</td>
</tr>
<tr>
<td>0.94721</td>
</tr>
<tr>
<td>0.96704</td>
</tr>
<tr>
<td>1.25748</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 2</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.94319</td>
</tr>
<tr>
<td>0.94319</td>
</tr>
<tr>
<td>0.94319</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 3</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 4</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 5</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 6</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 7</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 8</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 9</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>ANGLES WITH RESPECT TO THE I DIRECTION</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
</tr>
<tr>
<td>---</td>
</tr>
<tr>
<td>19.095</td>
</tr>
<tr>
<td>19.095</td>
</tr>
<tr>
<td>19.095</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 1</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 2</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 3</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 4</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 5</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 6</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 7</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 8</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th><strong>KNOU # 9</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
<tr>
<td>0.89218</td>
</tr>
</tbody>
</table>

---

<table>
<thead>
<tr>
<th>RHO</th>
<th>PHI</th>
<th>THETA</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.345</td>
<td>0.345</td>
<td>0.345</td>
</tr>
<tr>
<td>0.345</td>
<td>0.345</td>
<td>0.345</td>
</tr>
<tr>
<td>0.345</td>
<td>0.345</td>
<td>0.345</td>
</tr>
</tbody>
</table>
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DESCRIPTION OF PROGRAM

In this section the general characteristics of the program and each of its subroutines are given, as well as a dictionary of all the program variables and a complete program listing.

The coding of the program is done entirely in FORTRAN IV. The Lewis library routines which are used in the OUPLOT subroutine are described in the appendix.

Several labeled commons are used throughout the program:

/INPU/ contains the variables given as input by the user
/CALC/ contains more calculated constants and the output coordinates and angles of the orthogonal mesh
/CROS/ contains the variables transferred between the MESH and CROSS subroutines

Several conventions are used in the naming of variables. In any variable name, a Z or R usually refers to the Z- and R-coordinates. OM refers to a coordinate or variable on the orthogonal mesh. BOT and TOP refer to the bottom and top channel walls; and LE and TE refer to the leading, or upstream, edge and trailing, or downstream, edge of the body, respectively. Slopes have the letters SL in their variable names, and SD refers to second derivatives. The letters TEM refer to a temporary storage variable for some quantity. In the OUPLOT routine a variable containing the letters PLT is always an array to be plotted. In the general routines, ROOT, SPLINE, and SPLINT, X's and Y's will always be replaced by Z- and R-coordinates from the calling routine.

The program is arranged presently to handle a mesh of up to 50 points by 50 points. It is being run at Lewis on the IBM 7094/7044 direct coupled system with a 32 768-word core (77777). The total program storage requirement is 47074(8) of which 30000(8) is used in storage of variables. The special Lewis plot routines use about 3000(8) words of storage.

Description of Subroutines

The following sections describe the subroutines which comprise the program.
Further information on MESH, CROSS, and ROOT can be found in the section DESCRIPTION OF METHOD.

Subroutine INPUT. - INPUT reads in the input data describing the mesh, the channel walls, and the body geometry. It then calculates several constants describing the mesh.

Subroutine MESH. - MESH is the principal routine in the program. It calculates the coordinates of the orthogonal mesh while making use of four other routines - ROOT, CROSS, SPLINE, and SPLINT.
MESH first estimates the horizontal, or left-to-right, orthogonals by dividing the space between channel walls into streamtubes of approximately equal height (see fig. 4). These tubes are then intersected by vertical, or bottom-to-top, orthogonal links by means of an improved Euler method technique. Each of these links is the average between a line which is normal to the bottom orthogonal (of an adjacent orthogonal pair) and another which is approximately normal to the top orthogonal (see fig. 5).

Axial distance between vertical orthogonals is determined by the number of mesh lines requested in the following three regions: upstream (to the left) of the body (ML mesh lines from ZBEGIN to ZLE(1)), on the body (MT - ML mesh lines from ZLE(1) to ZTE(1)), and downstream of the body (MZ - MT mesh lines from ZTE(1) to ZEND) (see fig. 13). MR controls the number of horizontal orthogonals, which is the same in all three regions. Note that a vertical orthogonal line which begins within the confines of the body may pass across the front or rear edge of the body as the line is generated in the radial direction.

Further details on the operation of MESH are given in the section DESCRIPTION OF METHOD.

Subroutine OUTPUT. - OUTPUT prints the coordinates (ZOM, ROM) of the orthogonal mesh and the angles (AOM) of the horizontal orthogonals with the true horizontal plane. These values are printed at each mesh point.

Subroutine OUPLLOT. - OUPLLOT makes two different plots on microfilm for each set of input data. The first plot shows the input channel and body geometry. The second plot shows the generated orthogonal mesh within the channel region (see fig. 10).

OUPLLOT makes use of six routines from the Lewis in-house library. These six - LRMRGN, LRANGE, LRGRID, LRCHSZ, LRLEGN, and LRCURV - are described in the appendix.

OUPLLOT first interpolates on the four boundaries to be plotted - bottom and top channel walls and front and rear edges of body - to obtain enough points so that these boundaries will plot as smooth curves. It then examines the range of values on these curves to determine the limits of the two plots.

OUPLLOT then calls the six library routines to accomplish the microfilm plotting. A margin is set on the microfilm (LRMRGN), the range of plotted points is given (LRANGE), and grid lines and axis labeling are specified (LRGRID). Titles are written on the plots by LRLEGN, and finally the desired curves are plotted by calls on LRCURV.

Subroutine ROOT. - ROOT is a general routine which locates the point within an interval where a function is equal to a given value. In this program the function value is RMR (see figs. 7 and 8), and the given value ROOT searches for is RMR = 0.

ROOT calls another routine (FUNCT) to compute the function of the independent variable. In this program CROSS is always called as the function routine, and it calculates and returns RMR to ROOT.
ROOT begins with a given interval (BNDL to BNDR) in which the intersection (causing RMR to equal zero) is known to occur. It then divides the interval in half and checks which half contains the intersection. (The check is performed by using the sign of RMR.) The resulting half interval is again divided and checked at the midpoint. By repeating this process 20 times the intersection point is located to within $1/(2^{20})$ of the original interval.

ROOT contains an error message - ROOT HAS FAILED TO CONVERGE IN THE GIVEN INTERVAL, which is given if RMR does not approach zero to within the given tolerance, TOLER, in 20 iterations. TOLER is set in the MESH routine to 1/2 percent of the distance between two adjacent horizontal orthogonals.

More information on the ROOT routine is given in the section DESCRIPTION OF METHOD.

Subroutine CROSS. - CROSS is called by ROOT and, in a special case, by MESH. When called by MESH, CROSS computes only RCURV (see fig. 8) in the situation where the vertical orthogonal link is truly vertical or radial. When called by ROOT, CROSS calculates RMR for a given value of the Z-coordinate between BNDL and BNDR. It also returns the slope, SL, through ROOT to the MESH routine.

CROSS uses equations of a cubic spline curve to compute RCURV and SL on the upper horizontal orthogonal. The spline curve information is transmitted to CROSS from MESH in the /CROS/ common.

More information on CROSS is given in the section DESCRIPTION OF METHOD.

Subroutine SPLINE. - SPLINE fits a cubic spline curve to the X- and Y-coordinates supplied to it. It solves the tridiagonal matrix equation of reference 2 to obtain coefficients for the piecewise cubic polynomial function of the spline curve. Slopes and second derivatives at the spline points are returned to the calling subroutine. SPLINE uses the end condition that the second derivative at either end point is one-half that at the adjacent spline point.

Subroutine SPLINT. - SPLINT interpolates on a cubic spline curve. It uses the same algorithm as SPLINE to fit a curve to the X and Y input points. It then uses the interpolation equations of reference 2 to obtain coordinates and derivatives at given intermediate points.

SPLINT can also be used to extrapolate, although the results are questionable. They become more inaccurate the farther the extrapolated point is from the end point and the higher the curvature of the spline curve at the end point. When extrapolation is done by SPLINT, the message SPLINT USED FOR EXTRAPOLATION is printed, as well as coordinates of the spline curve points and extrapolated points.
Dictionary of Variables

The following variables are used throughout the program. The input variables are defined in the section Dictionary of input variables.

A temporary storage variable in SPLINE and SPLINT
AOM array of angles made by horizontal orthogonal mesh lines with Z-axis at each point of mesh (fig. 9), deg
B temporary storage variable in SPLINE and SPLINT
BNDL left bound on Z- or X-coordinate in MESH and ROOT (figs. 7 and 8)
BNDR right bound on Z- or X-coordinate in MESH and ROOT (figs. 7 and 8)
C temporary storage variable in SPLINE and SPLINT
D temporary storage variable in SPLINE and SPLINT
DELR incremental distance in R-direction
DELZ incremental distance in Z-direction
DFX gradient of R with respect to Z along a horizontal orthogonal in ROOT
DMDZ expansion distance to size of plot in OUPLOT
DYDX gradient of Y with respect to X in SPLINE
DYDXNT interpolated gradient of Y with respect to X in SPLINT
D2YDX2 second derivative of Y with respect to X in SPLINE and SPLINT
EOP end of plot indicator in OUPLOT
FUNCT interval subroutine called in ROOT
FX function calculated in ROOT
FX1 function retained in ROOT
G temporary array in SPLINE and SPLINT
H temporary array in SPLINE and SPLINT
I iteration index
IPLT marker indicating which plots have been completed in OUPLOT
J iteration index
K iteration index
MAXN number of spline points or number of interpolated points in SPLINT
MEXT marker in SPLINT indicating that extrapolation has occurred
MINT marker in SPLINT indicating that interpolated point coincides with given point
ML see Input
MLM1 ML - 1
MLP1 ML + 1
MR see Input
MRM1 MR - 1
MT see Input
MTM1 MT - 1
MTP1 MT + 1
MZ see Input
MZM1 MZ - 1
N number of X and Y spline points in SPLINE and SPLINT
N1 N - 1 in SPLINE and SPLINT
NBOT see Input
NINT number of interpolated X and Y points in SPLINT
NLE see Input
NTE see Input
NTOP see Input
RBOT see Input
RBPLT array of R-coordinates of points defining bottom boundary of region plotted in OUPLOT
RBRNG R-coordinate of bottom boundary of points plotted in OUPLOT
RCURV R-coordinate of curved horizontal orthogonal line for a given value of Z in CROSS (fig. 8)
REFR reference R-coordinate of orthogonal mesh point on previously computed horizontal orthogonal in MESH (figs. 5 and 8)
REFSL reference slope of normal to horizontal orthogonal in MESH (fig. 8)
REFZ reference Z-coordinate of orthogonal mesh point on previously computed horizontal orthogonal in MESH (figs. 5 and 8)
<table>
<thead>
<tr>
<th>Variable</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>RFPLT</td>
<td>array of R-coordinates of points defining front, or leading, edge of body plotted in OUPLOT</td>
</tr>
<tr>
<td>RLE</td>
<td>see Input</td>
</tr>
<tr>
<td>RLINE</td>
<td>R-coordinate on straight-line vertical orthogonal for a given value of Z in CROSS (fig. 8)</td>
</tr>
<tr>
<td>RMR</td>
<td>RCOORDV - RLINE in CROSS (fig. 8)</td>
</tr>
<tr>
<td>RNL</td>
<td>R-coordinate of intersection of line normal to previously calculated horizontal orthogonal (at REFZ, REFR) with present horizontal orthogonal in MESH (fig. 5)</td>
</tr>
<tr>
<td>RNU</td>
<td>R-coordinate of intersection of line through previously calculated horizontal orthogonal (at REFZ, REFR) with and normal to SLU line in MESH (fig. 5)</td>
</tr>
<tr>
<td>ROM</td>
<td>array of R-coordinates of mesh points on orthogonal mesh (fig. 9)</td>
</tr>
<tr>
<td>RRAD</td>
<td>array of R-coordinates of straight vertical lines from bottom boundary to top boundary of region (fig. 3)</td>
</tr>
<tr>
<td>RRPLT</td>
<td>array of R-coordinates of points defining rear, or trailing, edge of body plotted in OUPLOT</td>
</tr>
<tr>
<td>RTE</td>
<td>see Input</td>
</tr>
<tr>
<td>RTEM</td>
<td>temporary storage for R-coordinate arrays</td>
</tr>
<tr>
<td>RTI, RTII</td>
<td>temporary storage variables in CROSS</td>
</tr>
<tr>
<td>RTOP</td>
<td>see Input</td>
</tr>
<tr>
<td>RTPLT</td>
<td>array of R-coordinates of points defining top boundary of region plotted in OUPLOT</td>
</tr>
<tr>
<td>RTRNG</td>
<td>R-coordinate of top boundary of points plotted in OUPLOT</td>
</tr>
<tr>
<td>SDI, SDII</td>
<td>temporary storage variables in CROSS</td>
</tr>
<tr>
<td>SDTEM</td>
<td>temporary storage for second derivative arrays</td>
</tr>
<tr>
<td>SL</td>
<td>slope of curve at point of intersection by straight line in CROSS (fig. 8)</td>
</tr>
<tr>
<td>SLK</td>
<td>temporary storage in SPLINT</td>
</tr>
<tr>
<td>SLOM</td>
<td>array of slopes at orthogonal mesh points along horizontal orthogonal in MESH (fig. 9)</td>
</tr>
</tbody>
</table>
SLU  slope of horizontal orthogonal curve where it is intersected by a normal from lower orthogonal curve in MESH (fig. 8)

SXK, SXK1  temporary storage in SPLINT

SYM, SYN  data variables in OUPLOT containing identification of symbols to be used for plotting

TEMP  temporary storage array in MESH

TITL1, TITL2  data arrays containing titles to be plotted in OUPLOT

TITL3, TITL4  tolerance governing calculation of intersection of straight line with curve in MESH and ROOT

TOLER  array of X-coordinates of spline points in SPLINE and SPLINT

XFIND  X-coordinate of intersection of straight line with curve in ROOT (fig. 7)

XINT  array of X-coordinates of interpolation points in SPLINT

XL, XR  left and right X-coordinates of bounds on region in which intersection occurs in ROOT

XMID  X-coordinate of midpoint between XL and XR in ROOT

Y  array of Y-coordinates of spline points in SPLINE and SPLINT

YGIVN  given value of function, FUNCT, to be matched by root-finding process in ROOT

YINT  array of Y-coordinates of interpolation points in SPLINT

Z  given value of Z-coordinate at which RCURV and RLINE are calculated in CROSS (fig. 8)

ZBEGIN  see Input

ZBOT  see Input

ZBOTZ  temporary variable in CROSS

ZBPLT  array of Z-coordinates of points defining bottom boundary of region plotted in OUPLOT

ZEND  see Input

ZFPLT  array of Z-coordinates of points defining front, or leading, edge of body plotted in OUPLOT

ZLE  see Input
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ZLRNG  Z-coordinate of left boundary of points plotted in OUPLOT
ZNL    Z-coordinate of intersection of line normal to previously calculated
       horizontal orthogonal (at REFZ, REFR) with present horizontal
       orthogonal in MESH (fig. 5)
ZNU    Z-coordinate of intersection of line through previously calculated
       horizontal orthogonal (at REFZ, REFR) with and normal to SLU
       line in MESH (fig. 5)
ZOM    array of Z-coordinates of mesh points on orthogonal mesh (fig. 9)
ZRPLT  array of Z-coordinates of points defining rear, or trailing, edge of
       body plotted in OUPLOT
ZRRNG  Z-coordinate of right boundary of points plotted in OUPLOT
ZTE    see Input
ZTEM   temporary storage for Z-coordinate arrays
ZTOP   see Input
ZTPLT  array of Z-coordinates of points defining top boundary of region
       plotted in OUPLOT
ZZBOT  temporary variable in CROSS

Program Listing

A complete listing of the FORTRAN program is given here. If this mesh generation
program were to be incorporated into a larger program of the reader, the routines
MESH, ROOT, CROSS, SPLINE, and SPLINT would be used essentially as given here.
The INPUT and OUTPUT routines would probably be incorporated into input and output
routines in the reader's program. Finally, the OUPLOT routine would have to be par-
tially recoded to suit the plotting equipment at the reader's facility.

$BFTC MAIN

10 CALL INPUT
    CALL MESH
    CALL OUTPUT
    CALL OUPLOT
GO TO 10
END
SUBROUTINE INPUT

C--INPUT READS IN INPUT DATA AND CALCULATES SEVERAL CONSTANTS
C--DESCRIBING THE MESH

COMMON /INPUT/ ML,MT,MZ,MR,ZBEGIN,ZEND,
1NBOT,NTOP,ZBOT(50),RBOT(50),ZTOP(50),RTOP(50),
2NLE,NTE,ZLE(50),ZTE(50),RLE(50),RTE(50)
COMMON /CALC/ MLM1,MLP1,MTM1,MTP1,MZM1,MRM1,
1OM(50,50),KOM(50,50),KDM(50,50)

C--READ INPUT DATA
READ (5,1050)
WRITE(6,1000)
WRITE(6,1050)
WRITE(6,1100)
READ (5,1010) ML,MT,MZ,MR,NBOT,NTOP,NLE,NTE
WRITE(6,1020) ML,MT,MZ,MR,NBOT,NTOP,NLE,NTE
WRITE(6,1110)
READ (5,1030) ZBEGIN,ZEND
WRITE(6,1040) ZBEGIN,ZEND
WRITE(6,1120)
READ (5,1030) ZBOT(I),I=1,NBOT
WRITE(6,1040) ZBOT(I),I=1,NBOT
WRITE(6,1130)
READ (5,1030) RBOT(I),I=1,NBOT
WRITE(6,1040) RBOT(I),I=1,NBOT
WRITE(6,1140)
READ (5,1030) ZTOP(I),I=1,NTOP
WRITE(6,1040) ZTOP(I),I=1,NTOP
WRITE(6,1150)
READ (5,1030) RTOP(I),I=1,NTOP
WRITE(6,1040) RTOP(I),I=1,NTOP
WRITE(6,1160)
READ (5,1030) ZLE(I),I=1,NLE
WRITE(6,1040) ZLE(I),I=1,NLE
WRITE(6,1170)
READ (5,1030) RLE(I),I=1,NLE
WRITE(6,1040) RLE(I),I=1,NLE
WRITE(6,1180)
READ (5,1030) ZTE(I),I=1,NTE
WRITE(6,1040) ZTE(I),I=1,NTE
WRITE(6,1190)
READ (5,1030) RTE(I),I=1,NTE
WRITE(6,1040) RTE(I),I=1,NTE

C--CALCULATE MISCELLANEOUS CONSTANTS
MLM1 = ML-1
MLP1 = ML+1
MTM1 = MT-1
MTP1 = MT+1
MZM1 = MZ-1
MRM1 = MR-1
KRETURN
**C**

**FORMAT STATEMENTS**

<table>
<thead>
<tr>
<th>Line</th>
<th>Format</th>
</tr>
</thead>
<tbody>
<tr>
<td>1000</td>
<td>FORMAT (//1X, 1SHMESH INPUT DATA AND INPUT ARRAY BOUNDS/5X, 2HML, 5X, 12HMT, 5X, 2HMZ, 5X, 2HMR, 9X, 4HNBOT, 3X, 4HNTOP, 9X, 3HNLE, 4X, 3HNTE)</td>
</tr>
<tr>
<td>1100</td>
<td>FORMAT (5X, 6HZBEGIN, 11X, 4HZEND)</td>
</tr>
<tr>
<td>1200</td>
<td>FORMAT (//1X, 19HBOUNDARY INPUT DATA/5X, 1CH2BOT ARRAY)</td>
</tr>
<tr>
<td>1300</td>
<td>FORMAT (5X, 1CHR2BOT ARRAY)</td>
</tr>
<tr>
<td>1400</td>
<td>FORMAT (5X, 1CH2TOP ARRAY)</td>
</tr>
<tr>
<td>1500</td>
<td>FORMAT (5X, 1CHR2TOP ARRAY)</td>
</tr>
<tr>
<td>1600</td>
<td>FORMAT (//1X, 15HBOUNDARY INPUT DATA/5X, 9HZLE ARRAY)</td>
</tr>
<tr>
<td>1700</td>
<td>FORMAT (5X, 9HRLE ARRAY)</td>
</tr>
<tr>
<td>1800</td>
<td>FORMAT (5X, 9HZTE ARRAY)</td>
</tr>
<tr>
<td>1900</td>
<td>FORMAT (5X, 9HRATE ARRAY)</td>
</tr>
<tr>
<td>END</td>
<td></td>
</tr>
</tbody>
</table>

**$IMFC MESH**

**SUBROUTINE MESH**

**C**

**MESH GENERATES AND CALCULATES THE COORDINATES OF AN ORTHOGONAL MESH BETWEEN THE INPUT BOUNDARIES**

**C**

```c
COMMON /INPUT/ ML, MT, MZ, MR, ZBEGIN, ZEND,
1NBT, TNP, ZHT(50), RRBT(50), ZTOP(50), RTOP(50),
2MLF, NTF, ZLE(50), RLE(50), ZTE(50), RTE(50)
COMMON /CALC/ MLM1, MPL1, MTM1, MTP1, MZM1, MKM1,
1OM(50, 50), ROM(50, 50), ADM(50, 50),
COMMON /GRS/ RTEM(50), SOTEM(50), REFZ, REFR, REFSL
DIMENSION RRAD(50, 50), SLOM(50), TEMP(50)
EXTERNAL CROSS
```

**C**

**STORE RRAD ON BOTTOM BOUNDARY**

```c
DO 10 I=1, NBT
   10 RRAD(I, 1) = RRBT(I)
```

**C**

**CALCULATE RRAD ON TOP BOUNDARY**

```c
CALL SPLINT(ZTOP, RTOP, NTOP, ZTOP, NBT, RRAD(1, MR), TEMP)
```

**C**

**CALCULATE RRAD ON RADIAL LINES FROM BOTTOM TO TOP BOUNDARY**

```c
DO 20 I=1, NBT
   20 DELR = (RRAD(I, MR) - RRAD(I, 1)) / FLOAT(MRM1)
DO 76 J=2, MRM1
   76 RRAD(I, J) = RRAD(I, J-1) + DELR
```

**C**

**CALCULATE ZOM ON BOTTOM BOUNDARY**

```c
DELFZ = (ZLM1 - ZBEGIN) / FLOAT(MLM1)
ZOM(1, 1) = ZBEGIN
DO 30 I=2, ML
```
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C--CALCULATE ENTRIES IN ZOM AND KOM ROW BY ROW
C
DO 150 J=2+HR

C--CALCULATE R-COORDINATES, SLOPES, AND ANGLES OF PREVIOUS ROW
CALL SPLINE(ZB0T,RKAD(I,J-1),NB0T,ZOM(I,J-1),MZ,R0M(I,J-1),SL0M)
DO 60 I=1,MZ
60 AD0(I,J-1) = ATAN(SL0M(I))$57.29578
C
C--CALCULATE TEMPERATURE AND SECOND DERIVATIVES, S0TEM, CF RRAD
C--ALONG PRESENT ROW
DO 70 I=1,NI0T
70 KTEM(I) = RRAD(I,J)
CALL SPLINE(ZB0T,RT0M,NBOT,TEMP,ST0M)
C
C--MOVE ALONG PRESENT ROW ONE POINT AT A TIME, LOCATING ZOM COORDINATES
C--OF ORTHOGONAL MESH POINTS ALONG THE ROW
DO 140 I=1,MZ
REFZ = ZOM(I,J-1)
REFR = R0M(I,J-1)
DO 80 K=1,NBOT
IF (ZB0T(K).LT.ZOM(I,J-1)) GO TO 80
DELR = RRAD(K-1,J)-RRAD(K-1,J-1)-(ZOM(I,J-1)-ZB0T(K-1))/
1((ZB0T(K)-ZB0T(K-1)) *(RRAD(K-1,J)-RRAD(K-1,J-1)-RRAD(K,J)+
PRRAD(K-1,J-1))
GO TO 90
80 CONTINUE
80 IF (AKS(SL0M(I)).LE.0.001) GO TO 120
C
C--LOCATE INTERSECTION OF LINE NORMAL TO PREVIOUS ROW WITH PRESENT ROW
KFFSL = -1.*SLOM(I)
DELZ = DELR/REFSL
IF (KFFSL.LT.0.) GO TO 100
HNDL = ZOM(I,J-1)
HNDR = HNDL +2.0*DELL
GO TO 110
100 HNDR = ZOM(I,J-1)
HNDL = HNDR +2.0*DELL
110 TOLER = DELR/200.
CALL ROOT(HNDL,HNDR,0.,CROSS,TOLER,ZNL,SLU)
KNL = REFR*REFSL*(ZNL-REFZ)
GO TO 130
C
C--LOCATE INTERSECTION OF LINE NORMAL TO PREVIOUS ROW WITH
C--PRESENT ROW IF NORMAL LINE IS RADIAL
120 KEFSL = 0.
ZNL = ZOM(I,J-1)
CALL CROSS(ZOM(I,J-1),KNL,SLU)
C
C--CALCULATE INTERSECTION OF LINE NORMAL TO PRESENT ROW
C---FROM POINT ON PREVIOUS ROW
130  ZNU = (ZUM(I,J-1)+(ROM(I,J-1)-KNL)*SLU+ZNL*SLU**2)/(1.+SLJ**2)
     KNU = KNL+SLU*(ZNU-ZNL)
C
C---CALCULATE FINAL ESTIMATE FOR NEW ZOM POINT BY AVERAGING
140  ZOM(I,J) = (ZNL+ZNU)/2.
150  CONTINUE
C
C---CALCULATE R-COORDINATES, SLOPES, AND ANGLES OF FINAL ROW
   CALL SPLINT(ZBOT,RRAD(1,MR),NBOT,ZOM(1,MR),MZ,ROM(1,MR),SLOM)
DO 160  I=1,MZ
160  AOM(I,MR) = ATAN(SLOM(I))*57.295780
   KFTURN
END

$IRFTC OUTPUT
C
C---SUBROUTINE OUTPUT
C
C---OUTPUT PRINTS THE COORDINATES OF THE ORTHOGONAL MESH
C
   COMMON /INPU/ ML,MT,MZ,MR,ZBEGIN,ZEND,
   1N.Bot,NTOP,ZBOT(50),RBOT(50),ZTOP(50),RTOP(50),
   2ZNL,NTF,ZLE(50),RLF(50),ZTE(50),RTF(50)
   COMMON /CALC/ MLM1,MLP1,MTM1,MTP1,MZM1,MRM1,
   17OM(50,50),ROM(50,50),AOM(50,50)
C
C---WRITE ZOM
WRITE(6,1000)
WRITE(6,1010)
DO 10  J=1,MR
   IF (J.EQ.1) WRITE(6,1040) J
   IF (J.EQ.MR) WRITE(6,1050) J
   IF (J.NE.1.AND.J.NE.MR) WRITE(6,1060) J
10  WRITE(6,1070) (ZOM(I,J),I=1,MZ)
C
C---WRITE ROM
WRITE(6,1000)
WRITE(6,1020)
DO 20  J=1,MR
   IF (J.EQ.1) WRITE(6,1040) J
   IF (J.EQ.MR) WRITE(6,1050) J
   IF (J.NE.1.AND.J.NE.MR) WRITE(6,1060) J
20  WRITE(6,1070) (ROM(I,J),I=1,MZ)
C
C---WRITE AOM
WRITE(6,1000)
WRITE(6,1030)
DO 30  J=1,MR
   IF (J.EQ.1) WRITE(6,1040) J
   IF (J.EQ.MR) WRITE(6,1050) J
   IF (J.NE.1.AND.J.NE.MR) WRITE(6,1060) J
30  WRITE(6,1080) (AOM(I,J),I=1,MZ)
KFTURN
C
C--FORMAT STATEMENTS
1030 FORMAT (1rh1)
   1010 FORMAT ('/52X,27H///////////////////////////////////////////////////////52X,3H***,21X,3H***/1
     52X,27H*** 7 COORDINATES OF ***/52X,27H*** ORTHOGONAL MESH
     2 ***/52X,3H***,21X,3H***/52X,27H///////////////////////////////////////////////////////////////)
   1020 FORMAT ('/52X,27H///////////////////////////////////////////////////////52X,3H***,21X,3H***/1
     52X,27H*** 2 COORDINATES OF ***/52X,27H*** ORTHOGONAL MESH
     2 ***/52X,3H***,21X,3H***/52X,27H///////////////////////////////////////////////////////////////)
   1030 FORMAT ('/50X,32H///////////////////////////////////////////////////////50X,3H***,26X,
     13H***/ 50X,32H*** ANGLES WITH RESPECT ***/50X,32H*** TO THE
     2 7 DIRECTION ***/50X,32H*** OF THE ORTHOGONAL MESH ***/50X,3
     3H***,26X,3H***/50X,32H///////////////////////////////////////////////////////////////)
   1040 FORMAT ('/1X,17H** BOTTOM ROW NO.,13,3H **)   
   1050 FORMAT ('/1X,14H** TOP ROW NO.,13,3H **)   
   1060 FORMAT ('/1X,10H** ROW NO.,13,3H **)   
   1070 FORMAT ('/1X,8G16.6)   
   1080 FORMAT ('/1X,8F16.3)   
   FND

$DATA DUPLT

SUBROUTINE DUPLT
C
C--DUPLT PLOTS THE BOUNDARIES OF THE SOLUTION REGION,
C--AS WELL AS THE GENERATED ORTHOGONAL MESH
C
COMMON /INPU/ ML,MZ,MR,ZBEGIN,ZEND,
  1NBOT,NTOP,ZBOT(50),RBOT(50),ZTOP(50),RTOP(50),
  2NL,NTF,LE(50),RE(50),Z(50),TE(50)
COMMON /CALC/ ML,MZ,MLP,MTM1,MTM1,MZM1,MRM1,
  1ROM(50,50),REM(50,50),ADM(50,50)
DIMENSION ZPLT(10C),ZBPLT(100),ZTOP(100),ZRTPLT(10C),
  1/FLPLT(100),RKPLT(100),ZRPLT(100),Z(100),Z(100),
  2STDFM(100),TITL1(15),TITL2(3),TITL3(2),TITL4(2)
   DATA TITL1/30H BOUNDARIES OF PLOT REGION /
   DATA TITL2/18H ORTHOGONAL MESH /
   DATA TITL3/12HZ DIRECTION/
   DATA TITL4/12HR DIRECTION/
   DATA SYM/1H* /
   DATA SYM/1H*
   
C--UHNAT PLOT POINTS ON LOWER BOUNDARY
   DELZ = (ZTOP(NTOP)-ZBOT(1))/99. 
   ZPLT(1) = ZBOT(1)
   ZPLT(100) = ZBOT(100)
   ON 1G I=2,99
   10  ZPLT(I) = ZPLT(I-1)+DELZ
   CALL SPLINT(ZBOT,RBOT,ZBOT,100,KBPLT,SYM)
   
C--UHNAT PLOT POINTS ON UPPER BOUNDARY
   DELZ = (ZTOP(NTOP)-ZTOP(1))/99. 
   ZPLT(1) = ZTOP(1)
   ZPLT(100) = ZTOP(100)
   ON 20 I=2,99
\[ 20 \ TPLT(1) = ZTPLT(I-1)+DELZ \\
\text{CALL SPLINT(ZTOP,RTOP,NTOP,ZTPLT,100,RTPLT,SITEM)} \]

C

C--OBTAIN PLOT POINTS UP LEADING EDGE OF BODY
\[ \text{DELK = (KLE(NLE)-RLE(1)) / 99.} \]
\[ \text{KFLPLT(1) = RLE(1)} \]
\[ \text{RFPLT(100) = RLE(NLE)} \]
\[ \text{DO 30} \ J = 2,99 \]
\[ 30 \ \text{RFPLT(J)} = RFPLT(J-1)+DELK \\
\text{CALL SPLINT(RLE,ZLE,NLE,RFPLT,100,ZTPLT,SITEM)} \]

C

C--OBTAIN PLOT POINTS UP TRAILING EDGE OF BODY
\[ \text{DELR = (RTE(NTE)-RTE(1)) / 99.} \]
\[ \text{RKPLT(1) = RTE(1)} \]
\[ \text{RRPLT(100) = RTE(NTE)} \]
\[ \text{DO 40} \ J = 2,99 \]
\[ 40 \ \text{RRPLT(J)} = RRPLT(J-1)+DELR \\
\text{CALL SPLINT(RTE,ZTE,NTE,RRPLT,100,ZZPLT,SITEM)} \]

C

C--CALCULATE THE RANGE OF THE PLUT
\[ \text{ZLRNG = AMINI(ZBOT(I),ZTOP(I))} \]
\[ \text{ZRNG = AMAXI(ZBOT(NBOT),ZTOP(NTOP))} \]
\[ \text{DELZ = ZKRNG-ZLRNG} \]
\[ \text{ZRNG = ZLRNG-0.05*DELZ} \]
\[ \text{ZRNG = ZRNG+0.05*DELZ} \]
\[ \text{ZRRNG = ZBOT(1)} \]
\[ \text{DO 50} \ I = 2,NBOT \]
\[ 50 \ \text{ZRRNG = ARMIN(ZRBRNG,ZBOT(I))} \]
\[ \text{KTRNG = KTOP(1)} \]
\[ \text{DO 60} \ I = 2,NTOP \]
\[ 60 \ \text{KTRNG = AMAXI(KTRNG,KTOP(I))} \]
\[ \text{DELR = KTRNG-KRNG} \]
\[ \text{KRRNG = ZRBRNG-0.05*DELR} \]
\[ \text{KRRNG = KRRNG+0.05*DELR} \]

C

C--CHOOSE MAXIMUM RANGE, AND EXPAND RANGE IN OTHER DIRECTION
\[ \text{OMD2 = 1.1*ABS(DELTZ-DELR)/2.} \]
\[ \text{IF (DELTZ.GT.DELZ) GO TO 70} \]
\[ \text{KTRNG = KTRNG+OMD2} \]
\[ \text{KRRNG = KRRNG-OMD2} \]
\[ \text{GO TO 80} \]
\[ 70 \ \text{KRRNG = ZRNG+OMD2} \]
\[ \text{ZLRNG = ZLRNG-OMD2} \]

C

C--PLOT BOUNDARIES OF REGION AND PLUT ORTHOGONAL MESH
\[ \text{CALL LMRGN(1,1,0,0,1,0,0)} \]
\[ \text{CALL LMRGN(ZLRNG,ZRNG,ZRBRNG,KTRNG,KRRNG)} \]
\[ \text{CALL LGRID(-1,-1,1,1,0)} \]
\[ \text{IF (FILT.EQ.2) CALL LKLEGN(TITL2,16,0,3,8,0,5,0)} \]
\[ \text{CALL LCH3S(12)} \]
\[ \text{CALL LKLEGN(TITL3,12,0,7,5,0,8,0,5,0)} \]
\[ \text{CALL LKLEGN(TITL4,12,1,0,7,5,0,8,0,5,0)} \]
\[ \text{CALL LCH3S(T3)} \]
\[ \text{CALL LCH3S(12)} \]
\[ \text{CALL LRCURV(ZBPLT,RRPLT,10C,2,SYM,C)} \]
\[ \text{CALL LRCURV(ZTPLT,RTPLT,10C,2,SYM,C)} \]
\[ \text{CALL LRCURV(ZFPLT,KFPLT,10C,2,SYM,C)} \]
\[ \text{CALL LRCURV(ZRPLT,RRPLT,10C,2,SYM,C)} \]
IF (IPLT.EQ.2) GO TO 100
CALL LRCURV(ZBOT,RHOT,NBOT,4,SYM,.0,.D)
CALL KCURV(ZTOP,RTOP,NTOP,4,SYM,.0,.D)
CALL LRCURV(2E+4,RE,MLE,3,SYM,.0,0)
CALL LRCURV(2E+4,RE,TNE,3,SYM,.1,0)
IPLT = 2
GO TO 90
C
C--PLOT VERTICAL MESH LINES
100 DO 120 I=1,M7
   ZTEM(I) = ZOM(I,1)
   RTEM(I) = ROM(I,1)
DO 110 J=2,MK
   ZTEM(J) = ZOM(I,J)
110 RTEM(J) = ROM(I,J)
120 CALL (RCURV(ZTEM,RTEM,MR,2,SYM,.C)
C
C--PLOT HORIZONTAL MESH LINES
300 EQP = 0.0
DO 130 J=2,MRM1
   IF (J.EQ.MRM1) EQP=1.0
130 CALL (RCURV(ZOM(J,1),ROM(J,1),M2,2,SYM,EQP)
RETURN
END

$IRFTC $ROOT

SUBROUTINE $ROOT(BMDL,BNDR,YGIVN,FUNCT,TOLER,XFIND,DFX)
  C
  C--ROOT FINDS A ROOT FOR (FUNCT-YGIVN) IN THE INTERVAL (BNDL,BNDR)
  C
  XL = BNDL
  XR = BNDR
  CALL FUNCT(BNDL,FX1,DFX)
DO 20 I=1,20
   XIMID = (XL+XR)/2.
   CALL FUNCT(XIMID,FX,DFX)
   IF (((FX1-YGIVN)*FX-YGIVN) .GT. TOL) GO TO 10
   XR = XIMID
   GO TO 20
10 XL = XIMID
   FX1 = FX
   CONTINUE
   XFIND = XIMID
   IF (ABS(YGIVN-FX).LT.TOLER) RETURN
   WRITE(6,10) BNDL,BNDR,YGIVN
   STOP
10 FORMAT(///'4X,4F9.4 ROOT HAS FAILED TO CONVERGE IN THE GIVEN INTERVAL'
          '1/4X,6HBNDL = ,G14.6,10X,6HBNDR = ,G14.6,10X,7HYGIVN = ,G14.6)
$IAFTC CROSS

**SUBROUTINE CROSS(Z,RMR,SL)**

C


COMMON /INPU/M,L,MZ,MR,ZBEGIN,ZEND,
1NBOT,NTOP,ZBOT(50),RBOT(50),ZTOP(50),RTOP(50),
ZNLE,NRE,ZLE(50),RLE(50),ZTE(50),RTE(50)
COMMON /CROS/RTEM(50),SITEM(50),REFZ,KEFZ,REFS

C

C--LOCATE POSITION OF Z IN RRAD (OR RTEM) ARRAY DO 10 I=2, NBOT
IF (Z.LT.ZBOT(I)) GO TO 20
10 CONTINUE C

C--COMPUTE R-COORDINATE (RCURV) AND SLOPE (SL) ON THE CURVE C--FOR THE GIVEN VALUE OF Z

20 DELZ = ZBOT(I)-ZBOT(I-1)
ZBTT = ZBOT(I)-Z
ZBOT = Z-ZBOT(I-1)
SDI = SITEM(I)
SDII = SITEM(I-1)
RTI = RTEM(I)/DELZ
KTI = RTEM(I-1)/DELZ
RCURV = SDII*ZBOT**3/6./DELZ + SDI*ZBOT**3/6./DELZ +
1(RTI-SDI*DELZ/6.)*ZBOT + (RTI-SDII*DELZ/6.)*ZBOT
SL = -SDII*ZBOT**2/2./DELZ + SDI*ZBOT**2/2./DELZ +
1RTI-KTI1 - (SDI-SDII)*DELZ/6.
IF (REFS.EQ.0.) GO TO 30 C

C--COMPUTE R-COORDINATE (RLINE) ON STRAIGHT LINE C--FOR GIVEN VALUE OF Z

RLINE = KEFZ*REFS*(Z-KEFZ)

C

C--COMPUTE DIFFERENCE IN R COORDINATES

RMK = RCURV-RLINE
RETURN C

C--SPECIAL CASE FOR RADIAL STRAIGHT LINE
30 KMR = RCURV
RETURN FND

$IAFTC SPLINE

**SUBROUTINE SPLINE(X,Y,N,DYDX,D2YDX2)**

C

C--SPLINE FITS A SPLINE CURVE TO X AND Y C--AND CALCULATES FIRST AND SECOND DERIVATIVES AT THE SPLINE POINTS C--END POINT SECOND DERIVATIVES ONE HALF THOSE AT ADJACENT POINTS
C.

DIMENSION X(N), Y(N), DYDX(N), DYDX2(N)
DIMENSION G(100), H(100)
G(1) = -7.5
H(1) = 0.
N1 = N-1
IF (N1 .LE. 2) G(1) = 1.0
IF (N1 .LT. 2) GO TO 20
DO 10 I = 2, N1
A = (X(I) - X(I-1))/6.
B = (X(I+1) - X(I))/6.
C = 2*(A + H(I) - A*G(I-1)
D = (Y(I+1) - Y(I))/((X(I+1) - X(I)) - (Y(I) - Y(I-1)) / (X(I) - X(I-1)))
G(I) = D/C
10 H(I) = (D - A*H(I-1))/C
20 DYDX(N) = H(N1)/(2.0 + G(N1))
DO 30 I = 2, N
K = N+1 I
30 DOYDX2(N) = H(K)*G(K)*DYDX2(K+1)
40 DOYDX(N) = (X(I) - X(I-1))/6.*(2.*DYDX2(1) + 2.*DYDX2(2)) + (Y(2) - Y(1))/(X(2) - X(1))
RETURN
END

SIMFTC SPLINT

SUBROUTINE SPLINT(X, Y, N, XINT, NINT, YINT, DYDXNT)
C.
C---SPLINT FITS A SPLINE CURVE TO X AND Y, AND THEN CALCULATES
C---INTERPOLATED Y VALUES AND DERIVATIVES AT GIVEN X POINTS
C---FUZZ POINT SECOND DERIVATIVES ONE HALF THOSE AT ADJACENT POINTS
C.
DIMENSION X(N), Y(N), XINT(NINT), YINT(NINT), DYDXNT(NINT)
DIMENSION G(100), H(100), DYDX2(100)
IF (NINT .LE. 0) RETURN
C.
C. COMPUTE SPLINE CURVE
G(1) = -0.5
H(1) = 0.
N1 = N-1
IF (N1 .LE. 2) G(1) = 1.0
IF (N1 .LT. 2) GO TO 20
DO 10 I = 2, N1
A = (X(I) - X(I-1))/6.
B = (X(I+1) - X(I))/6.
C = 2*(A + H(I) - A*G(I-1)
D = (Y(I+1) - Y(I))/((X(I+1) - X(I)) - (Y(I) - Y(I-1)) / (X(I) - X(I-1)))
G(I) = D/C
10 H(I) = (D - A*H(I-1))/C
20 DOYDX2(N) = H(N1)/(2.0 + G(N1))
DO 30 I = 2, N
K = N+1 I
30 DOYDX2(N) = H(K)*G(K)*DYDX2(K+1)
40 DOYDX(N) = (X(I) - X(I-1))/6.*(2.*DYDX2(1) + 2.*DYDX2(2)) + (Y(2) - Y(1))/(X(2) - X(1))
RETURN
END
CONCLUDING REMARKS

A FORTRAN IV program has been presented which computes and plots coordinates for a two-dimensional orthogonal mesh between the walls of a channel. All routines in the program are in easily transferable FORTRAN code. A plot routine, however, uses in-house subroutines and equipment and would have to be recoded elsewhere.
This report has presented a description of the method used, a description of the program itself, and a complete listing.

Lewis Research Center,
National Aeronautics and Space Administration,
Cleveland, Ohio, January 28, 1972,
764-74.
APPENDIX - LEWIS LIBRARY SUBROUTINES

The following descriptions of the NASA Library subroutines - LRMRGN, LRANGE, LRGRID, LRLEGN, LRCHSZ, and LRCURV - are copied from the NASA Lewis Programmers Manual. These routines are part of a microfilm plotting package called CINEMATIC.

Subroutine LRMRGN

**Purpose.** - LRMRGN is used to change the width of plot margins.

**Usage.** - CALL LRMRGN (XLEFT, XRIGHT, YBOTM, YTOP) where XLEFT (floating point) is the left margin width in absolute positioning units, XRIGHT (floating point) is the right margin width in absolute positioning units, YBOTM (floating point) is the lower margin width in absolute positioning units, and YTOP (floating point) is the upper margin width in absolute positioning units.

**Restrictions.** - LRMRGN must be called before the plotting routine it applies to. The settings of LRMRGN remain in effect until changed by another call to LRMRGN.

Subroutine LRANGE

**Purpose.** - LRANGE is used to set the range of (X, Y) curve points.

**Usage.** - CALL LRANGE (XLEFT, XRIGHT, YBOTM, YTOP), where XLEFT is the left end point of a plot in the user's units, XRIGHT is the right end point of a plot in the user's units, YBOTM is the lower end point of a plot in the user's units, and YTOP is the upper end point of a plot in the user's units.

**Restrictions.** - LRANGE must be called before the plotting routine it applies to. The settings of LRANGE remain in effect for all successive plots until changed by another call to LRANGE. XLEFT = XRIGHT = 0.0 can be used to remove the LRANGE X-settings without providing new ones. YBOTM = YTOP = 0.0 does the same for Y-settings.
Restrictions. - LRANGE must be called before the curve plotting routine it applies to. The settings of LRANGE remain in effect until changed by the user.

Subroutine LRGRID

Purpose. - LRGRID is used to specify grid line changes.

Usage. - CALL LRGRID (IXCODE, IYCODE, DX, DY). IXCODE (fixed point) is a switch used as follows: It applies to vertical grid lines.

- IXCODE = 0 means return to using CINEMATIC's built-in grid format (11 grid lines).
- IXCODE = ±1 means DX specifies how many grid lines; IXCODE = -1 suppresses grid labels.
- IXCODE = ±2 means DX specifies grid intervals; IXCODE = -2 suppresses grid labels.
- IXCODE = ±3 means DX specifies how many "tick marks" instead of grid lines; IXCODE = -3 suppresses grid labels.
- IXCODE = ±4 means DX specifies interval between "tick marks"; IXCODE = -4 suppresses grid labels.

DX (floating point) specifies grid line or "tick mark" frequency or intervals, depending on how IXCODE is set. IYCODE (fixed point) is the same as IXCODE, but it applies to horizontal grid lines. DY (floating point) is the same as DX but for horizontal grid lines.

Method. - CINEMATIC puts 11 horizontal and 11 vertical grid lines on every plot, unless LRGRID is called. When a grid line frequency is specified, CINEMATIC sets the interval between the specified number of grid lines to be equal to $Z \times 10^n$, where $Z = 1.0, 2.0, 2.5, \text{ or } 5.0$ and $n$ depends on the magnitude of the user's data. To get these intervals, CINEMATIC will adjust the end points of the plot, if necessary. This adjustment occurs only when a grid line frequency is specified. To avoid any adjustments, specify grid intervals.

Restriction. - LRGRID must be called before the plotting routine it applies to. The settings of LRGRID remain in effect until changed by another call to LRGRID.

Subroutine LRLEGN

Purpose. - LRLEGN is used to print a legend anywhere on a plot.

Usage. - CALL LRLEGN (CHARS, N, IORIEN, X, Y, EOP). CHARS is an array of characters to be printed. CHARS must be dimensioned large enough for the number of characters desired (four characters per word on the 360; six characters per word.
on the 7094/7044 direct couple). \(N\) (fixed point) is the number of characters to be
printed. \(\text{IORIEN}\) (fixed point) is a switch:

\[\text{IORIEN} = 0\] causes horizontal printing.
\[\text{IORIEN} = 1\] causes vertical printing.

\(X\) (floating point) is the \(X\)-coordinate of the starting point in absolute positioning units.
\(Y\) (floating point) is the \(Y\)-coordinate of the starting point in absolute positioning units.
\(\text{EOP}\) (floating point) is a switch:

\[\text{EOP} = 0\] indicates the current plot is not yet complete.
\[\text{EOP} = 1\] indicates the current plot is complete. No more calls to plotting or
printing subroutines for this plot will occur.

**Method.** - The user expresses the \((X, Y)\) starting point of a line of printing in ab-
solute positioning units. Absolute positioning units range from 0.0 to 10.0 in both the
\(X\)- and \(Y\)-directions for one frame of film. Absolute positioning units give the user a
coordinate system to specify \((X, Y)\) points independent of points on a curve.

\(\text{LRLEGN}\) prints medium-size characters. The user may also get other character
sizes, italics, lower case, and special symbols.

### Subroutine LRCHSZ

**Purpose.** - LRCHSZ is used to change the size of printed characters.

**Usage.** - CALL LRCHSZ (ISIZE) where ISIZE (fixed point) gives the size:

\[\text{ISIZE} = 0\] means let CINEMATIC resume selecting the size.
\[\text{ISIZE} = 1\] means miniature characters.
\[\text{ISIZE} = 2\] means small characters.
\[\text{ISIZE} = 3\] means medium characters.
\[\text{ISIZE} = 4\] means large characters.

**Method.** - LRCHSZ changes the character size for all character printing that fol-
lows. The specified size remains in effect until changed by another call to LRCHSZ.

- **Large:** 43 characters per line, 22 lines per frame.
- **Medium:** 64 characters per line, 32 lines per frame.
- **Small:** 86 characters per line, 43 lines per frame.
- **Miniature:** 128 characters per line, 64 lines per frame.

**Restriction.** - LRCHSZ must be called before the printing subroutine it applies
to.
Subroutine LRCURV

Purpose. - LRCURV is used to plot one curve of a multiple-curve plot.

Usage. - CALL LRCURV (X, Y, N, ITYPE, SYMBOL, EOP). X (floating point) is an array of X-coordinates for the curve. Y (floating point) is an array of Y-coordinates for the curve. N (fixed point) is the number of (X, Y) points to be plotted. ITYPE is a switch that indicates the type of plot desired:

- ITYPE = 1 specifies a dot plot. Each (X, Y) point is represented by a dot.
- ITYPE = 2 specifies a vector plot. Successive (X, Y) points are joined by straight lines.
- ITYPE = 3 specifies a symbol plot. Each (X, Y) point is represented by a symbol. The FORTRAN character in SYMBOL specifies the symbol used.
- ITYPE = 4 specifies a special symbol plot. Each (X, Y) point is represented by a special symbol taken from the SPECIAL CHARACTER TABLE. The special symbol used is the one corresponding to the FORTRAN character in SYMBOL.
- ITYPE = 5 is the same as ITYPE = 3, except that a smaller size symbol is used.
- ITYPE = 6 is the same as ITYPE = 4, except that a smaller size symbol is used.

SYMBOL specifies the plotting symbol when ITYPE = 3 or 4. When ITYPE = 1 or 2, SYMBOL must appear in the call list but is not used by LRCURV. EOP is a switch that indicates when the last subroutine call for a given plot is being made:

- EOP = 0.0 means the current plot is not yet complete. More subroutine calls for this plot will follow.
- EOP = 1.0 means the current plot is complete. No more printing or plotting subroutines will be called for this plot.

Method. - LCURVE provides greater flexibility in drawing curves. LRCURV is useful for the plotting situation in which all (X, Y) points for a plot are not in the computer memory at the same time. Several calls to LRCURV may be made for the same plot.

The X and Y arrays are in whatever units the user is working with. LRCURV scales his data range to fit the size of the plot on film. The user should call LRANGE before LRCURV to supply the range of his data points to CINEMATIC. If the user does not call LRANGE, LRCURV will take the user's data range from the first call to LRCURV for any given plot.

LRCURV does not destroy the contents of X, Y, N, ITYPE, SYMBOL, or EOP during plotting.
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